**Experiment No. 4**

**Aim:** To apply Discrete Fourier Transform on DT signal

**Objective:**

1. Write a code to perform DFT of N point signal

2. Calculate DFT of a DT signal

3.Calculate FFT of same signal

**Input Specifications:**

1. Length of Signal N

2. Signal values

**Theory:**

**Discrete Fourier Transform**

**Discrete Fourier transform** (**DFT**) converts a finite list of equally spaced [samples](http://en.wikipedia.org/wiki/Sampling_(signal_processing)) of a [function](http://en.wikipedia.org/wiki/Function_(mathematics)) into the list of [coefficients](http://en.wikipedia.org/wiki/Coefficient) of a finite combination of [complex](http://en.wikipedia.org/wiki/Complex_number) [sinusoids](http://en.wikipedia.org/wiki/Sine_wave), ordered by their [frequencies](http://en.wikipedia.org/wiki/Frequency), that has those same sample values. It can be said to convert the sampled function from its original domain (often [time](http://en.wikipedia.org/wiki/Time_domain) or position along a line) to the [frequency domain](http://en.wikipedia.org/wiki/Frequency_domain).

The input samples are [complex numbers](http://en.wikipedia.org/wiki/Complex_number) (in practice, usually [real numbers](http://en.wikipedia.org/wiki/Real_number)), and the output coefficients are complex as well. The frequencies of the output sinusoids are integer multiples of a fundamental frequency, whose corresponding period is the length of the sampling interval. The combination of sinusoids obtained through the DFT is therefore [periodic](http://en.wikipedia.org/wiki/Periodic_function) with that same period. The DFT differs from the [discrete-time Fourier transform](http://en.wikipedia.org/wiki/Discrete-time_Fourier_transform) (DTFT) in that its input and output sequences are both finite; it is therefore said to be the Fourier analysis of finite-domain (or periodic) discrete-time functions.

The [sequence](http://en.wikipedia.org/wiki/Sequence) of **N** [complex numbers](http://en.wikipedia.org/wiki/Complex_number) ![x_0, x_1, \ldots, x_{N-1}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIMAAAANBAMAAAB4CcD9AAAAMFBMVEX///8EBAQMDAy2traenp5QUFAWFhaKiooiIiLm5uYwMDBAQEBiYmJ0dHTMzMwAAABAVDD/AAAAAXRSTlMAQObYZgAAAUVJREFUeF51kjFLw0AYht9eqnLSZhMEQRyE0kFwchMUV8GAf8DVTRDBRXAXRFx0qNBF3EQQ1LWgIDiYpYtTpBR1EEpxsVrid5fvLo2XPnDknvf9SI4kwOdT6QWWrDnk1UK2FvfOj4xmzSG/LmE08IeYQ24t+pCdLtrNSGtiOMwOWbh+DtC44kiPrtHaxAZHynamWVxUjfY3nSeBRgUwBni3KHJGhgPe56BqfG2jwk6jwscETsaXUNWJNjPuwvVbE2dpKJZbPVRjIMZxCGjThTI5lywrpm6EnfQWxVp3Yfe6AESI6Wtp04UyqEG1YpV8mNrfHwnqKF/SAVbsjbwZzAKhdfU6U2PKA5upeSP6dRJ9iV+gbmJN1oie2dCZ7gce4CWXyt3Nu1+IOFx9WD9NzfDKf4u8mHys/XBIo3aAv9cQU2z9D5g/cGVnXS9EZugAAAAASUVORK5CYII=) is transformed into an **N**-periodic sequence of complex numbers as follows

![X_k\ \stackrel{\text{def}}{=}\ \sum_{n=0}^{N-1} x_n \cdot e^{-i 2 \pi k n / N},  \quad k\in\mathbb{Z}\,](data:image/png;base64,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)

**Problem Definition:**

1. Take any four-point & eight-point sequence x[n].

* Find DFT X[k].

**Code (For Signal Length = 4)**

| **clc clear all; x1=input('Enter the signal of length equal to 4:'); N= length(x1); for n=1:N for k=1:N W(n,k)=exp(-2\*1i\*pi\*(n-1)\*(k-1)/N); end end W** |
| --- |

**Output**

| Enter the signal of length equal to 4:[1,2,3,4]  W =   1.0000 + 0.0000i 1.0000 + 0.0000i 1.0000 + 0.0000i 1.0000 + 0.0000i  1.0000 + 0.0000i 0.0000 - 1.0000i -1.0000 - 0.0000i -0.0000 + 1.0000i  1.0000 + 0.0000i -1.0000 - 0.0000i 1.0000 + 0.0000i -1.0000 - 0.0000i  1.0000 + 0.0000i -0.0000 + 1.0000i -1.0000 - 0.0000i 0.0000 - 1.0000i  >> Y = W \* x1'; >> Y  Y =   10.0000 + 0.0000i  -2.0000 + 2.0000i  -2.0000 - 0.0000i  -2.0000 - 2.0000i |
| --- |

**Code (For Signal Length = 8)**

| **clc clear all; x1=input('Enter the signal of length equal to 8:'); N= length(x1); for n=1:N for k=1:N W(n,k)=exp(-2\*1i\*pi\*(n-1)\*(k-1)/N); end end W** |
| --- |

**Output**

| Enter the signal of length equal to 8:[1,2,3,4,5,6,7,8]  W =   1.0000 + 0.0000i 1.0000 + 0.0000i 1.0000 + 0.0000i 1.0000 + 0.0000i 1.0000 + 0.0000i 1.0000 + 0.0000i 1.0000 + 0.0000i 1.0000 + 0.0000i  1.0000 + 0.0000i 0.7071 - 0.7071i 0.0000 - 1.0000i -0.7071 - 0.7071i -1.0000 - 0.0000i -0.7071 + 0.7071i -0.0000 + 1.0000i 0.7071 + 0.7071i  1.0000 + 0.0000i 0.0000 - 1.0000i -1.0000 - 0.0000i -0.0000 + 1.0000i 1.0000 + 0.0000i 0.0000 - 1.0000i -1.0000 - 0.0000i -0.0000 + 1.0000i  1.0000 + 0.0000i -0.7071 - 0.7071i -0.0000 + 1.0000i 0.7071 - 0.7071i -1.0000 - 0.0000i 0.7071 + 0.7071i 0.0000 - 1.0000i -0.7071 + 0.7071i  1.0000 + 0.0000i -1.0000 - 0.0000i 1.0000 + 0.0000i -1.0000 - 0.0000i 1.0000 + 0.0000i -1.0000 - 0.0000i 1.0000 + 0.0000i -1.0000 - 0.0000i  1.0000 + 0.0000i -0.7071 + 0.7071i 0.0000 - 1.0000i 0.7071 + 0.7071i -1.0000 - 0.0000i 0.7071 - 0.7071i -0.0000 + 1.0000i -0.7071 - 0.7071i  1.0000 + 0.0000i -0.0000 + 1.0000i -1.0000 - 0.0000i 0.0000 - 1.0000i 1.0000 + 0.0000i -0.0000 + 1.0000i -1.0000 - 0.0000i -0.0000 - 1.0000i  1.0000 + 0.0000i 0.7071 + 0.7071i -0.0000 + 1.0000i -0.7071 + 0.7071i -1.0000 - 0.0000i -0.7071 - 0.7071i -0.0000 - 1.0000i 0.7071 - 0.7071i  >> Y = W \* x1'; >> Y  Y =   36.0000 + 0.0000i  -4.0000 + 9.6569i  -4.0000 + 4.0000i  -4.0000 + 1.6569i  -4.0000 - 0.0000i  -4.0000 - 1.6569i  -4.0000 - 4.0000i  -4.0000 - 9.6569i |
| --- |

**Code (For FFT Function)**

| **clc clear all; x1=input('Enter the signal of length equal to 8:'); fft(x1)** |
| --- |

**Output:**

| Enter the signal of length equal to 8:[1 2 3 4 5 6 7 8]  ans =   36.0000 + 0.0000i -4.0000 + 9.6569i -4.0000 + 4.0000i -4.0000 + 1.6569i -4.0000 + 0.0000i -4.0000 - 1.6569i -4.0000 - 4.0000i -4.0000 - 9.6569i |
| --- |

**Conclusion**

In this experiment, we learnt about Discrete Fourier Transform and Fast Fourier Transform. We then implemented these using MATLAB.
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